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Abstract—Open source software (OSS) products have been broadly utilized for the IT business as well as the personal use in recent years. Software companies can receive much benefit from OSS products in terms of cost to develop and maintain their products. However, there are also risks that products of interest might become no longer being successfully maintained by the OSS developers because a successful maintenance is not obligation of developers. In order to evaluate a project's health from a perspective of a macroscopic trend analysis, this paper focuses on the distribution of the developer's contribution to an OSS project, and analyzes the relationships of distribution features with the quality of products. The empirical analysis with 32 popular OSS projects shows that the length of tail in the Pareto chart can be a health index of an OSS project in terms of the balance between bug fix and feature upgrade.

I. INTRODUCTION

Recently, open source software (OSS) products have become more and more popular, and have been widely used in various areas of information and communication technology. Leading examples include Linux, Apache HTTP, Firefox and PostgreSQL. These days, many OSS products are utilized for not only personal purposes but also for business. According to a survey report on the utilization of OSS in software-related companies [1], 78 percent of the survey respondents said that they run part or all of its operations on OSS products. In addition, 66 percent of respondents also said their software products are built on OSS ones. Thus, many companies are using and focusing on OSS products in their business, and this trend is highly expected to continue.

However, there are also risks associated with the quality control and maintenance of their software products. For example, if a software company had utilized an OSS product for running their commercial service, and encountered a failure caused by a fault in the OSS product, it would be unsure whether the faulty part of the program would be quickly detected and fixed in the OSS project or not; The company’s engineers might have to fight the suspicious programs to fix the fault by themselves, even if they have no experience or knowledge in regard to maintaining the faulty part of the programs. In order to minimize such a risk, software companies should adopt the OSS products which are expected to be actively developed and maintained both now and in the future. Thus, there is a need for evaluating the ability of the OSS project to steadily run—the “health level” of the OSS project. While there are some related criteria such as the popularity and the user assessment, they are based on the products rather than the project. Recently, there have been some studies focusing on the project operation, including the contributions of OSS developers [2]. It would be promising to focus on the developers in order to discuss the project’s health because their contributions drive the OSS project. While an analysis of individual’s contribution must be beneficial, such a detailed analysis tend to be unfit for capturing the entire spectrum of the project. Therefore, in this paper, we will conduct a macroscopic analysis of the developer’s contribution to the OSS project, and propose a health index of project.

The key contributions of this paper are the followings.

1) A quantitative analysis of developer’s contribution is conducted for 32 popular OSS projects, and reports their features from the perspective of the Pareto principle.
2) The analysis result shows that the length of tail in the Pareto chart can be a useful index for evaluating whether the OSS project has been developed in a healthy balance between bug fix and feature upgrade.

The remainder of this paper is organized as follows: Section II describes available data from OSS projects, and proposes metrics of the developer’s contribution. Then, Section III reports on our empirical analysis and discussions. Section IV briefly discusses our related work. Finally, Section V gives the conclusion of this paper and our future work.

II. OSS PROJECT AND DEVELOPER’S CONTRIBUTION

A repository of an OSS project is usually available on the Internet, so anyone can get the products and see any changes that have been made in the past. While an OSS project may use not only a repository but also a bug tracking system and a mailing list system to manage their bug reports and e-mails exchanged among the developers, the access to those material is sometimes restricted to the developers participated in the project. Thus, in this paper, we will focus on data managed in a repository which anyone can freely access.

We can investigate various data in regard to each commit to an OSS project through the project’s repository, e.g., when the file change was made, what the difference from the previous revision was, and who made it. Recently, many studies analyzing repositories have been reported in the Mining Software Repositories (MSR) community [3]: for example, commit log is analyzed to predict fault-prone modules for more effective testings and code review [4], [5], [6].
In this paper, we will analyze the developer’s contribution in a macroscopic manner. We begin with quantifying each developer’s contribution by using the following two metrics.

1) Number of Commits made by the developer (NoC), and 2) Ratio of Files in which the developer has been involved (RoF):

\[ \text{RoF}(d) = \frac{n(d)}{N}, \]

where \( d \) signifies a developer, \( N \) is the number of files included in the latest version of the product, and \( n(d) \) is the total number of files which have been added or modified by \( d \) and are included in the latest version.

Table I presents an example, where 2 developers \( A \) and \( B \) added or modified 8 files through 10 commits; each row corresponds to each commit made by the developer shown in the rightmost column, and a check mark (✓) signifies the corresponding file was added or modified at the time. For instance, developer \( A \) added 4 files whose file numbers are 1–4 at the commit no.1, and developer \( B \) did 4 files whose file numbers are 5–8 at the commit no.2. At the commit no.5, developer \( B \) modified 2 files whose numbers are 2 and 6. In this example, we have NoC(\( A \)) = 4 and NoC(\( B \)) = 6, because developer \( A \) made the commits whose numbers are 1, 3, 7 and 8, and developer \( B \) did the remaining 6 commits. For metric RoF, we obtain the following values: RoF(\( A \)) = 4/8 = 0.5 and RoF(\( B \)) = 7/8 = 0.875, since \( N = 8, n(\( A \)) = 4 \) and \( n(\( B \)) = 7 \) as shown in Table I.

The NoC is a simple metric observing the degree of the developer’s contribution—the more commits, the higher the NoC value. A highly contributing developer would actively commit files to the repository, and then the developer would have a high value of NoC. The RoF is a metric to show how widely the developer has been involved in the product. If a developer has a high value of RoF, the developer must have contributed to many parts of the product, which means there is a high contribution to the project. In this paper, we try to capture an OSS project’s status of development and maintenance through the above metrics, and examine whether they can be useful in evaluating the organization of project.

### III. Empirical Analysis

This section conducts an empirical analysis on the above two metrics as health indexes of OSS projects.

#### A. Research Questions

Our aim is to analyze the usefulness of our two metrics for assessing the project’s health. While we proposed two different metrics observing each developer’s contribution, we do not aim to evaluate the individual developer by using these metrics. Instead, we will focus on the “distribution” of metric values rather than the individual’s metric value. Now we tackle the following two research questions.

- **RQ1**: Can the distribution of metric values show a difference among OSS projects?
- **RQ2**: Can the distribution be noteworthy for making a useful health index of OSS project?

### Example of 10 commits involving 8 files by 2 developers.

<table>
<thead>
<tr>
<th>commit no.</th>
<th>file no.</th>
<th>committing developer</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>✓ ✓ ✓ ✓  ✓ ✓ ✓ ✓</td>
<td>A</td>
</tr>
<tr>
<td>2</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>B</td>
</tr>
<tr>
<td>3</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>A</td>
</tr>
<tr>
<td>4</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>B</td>
</tr>
<tr>
<td>5</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>B</td>
</tr>
<tr>
<td>6</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>B</td>
</tr>
<tr>
<td>7</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>A</td>
</tr>
<tr>
<td>8</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>A</td>
</tr>
<tr>
<td>9</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>B</td>
</tr>
<tr>
<td>10</td>
<td>✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓</td>
<td>B</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>involved developer</th>
<th>A</th>
<th>B</th>
<th>A</th>
<th>B</th>
<th>A</th>
<th>B</th>
<th>B</th>
<th>B</th>
</tr>
</thead>
</table>

**RQ1** is a basic question in regard to the meaningfulness of our two metrics. If there is no difference in the metric values among projects, the proposed metrics are not sensible and are not beneficial to our discussion of OSS project’s health. **RQ2** is a key question concerning the contribution of this paper. We will try to find a feature of the distribution of metric values which would be useful in assessing the project’s health.

In this empirical analysis, we use the following bug fix rate (BFR) as a criterion for evaluating a project:

\[ \text{BFR} = \frac{\text{number of bug fixing commits}}{\text{number of all commits}}. \]

Any OSS project may have not only bug fixing commits but also other commits for enhancements. The balance between the bug fix and the enhancement is a useful measure to assess the project’s evolution. It is generally undesirable to have many bug fixing commits during the development. A low value of BFR would signify a successful evolution of the software product, and it means the project has been running healthily. While a project with an extremely low BFR value may also be unhealthy, we assume that projects of interest have many commits for both bug fixes and enhancements, and we mainly focus on their balance through BFR in this paper.

#### B. Empirical Objects and Data Collection

We collected 60 popular OSS projects shown in Table II. The key reasons why we used them are 1) they are popular projects, and 2) their products have been managed with Git.

Reason 1) is for increasing the value and the generality of our results. Since any finding derived from minor projects must be worthless, we focused only on popular OSS projects. They are ranked in top 100 of popularity at SourceForge.net\(^1\) or widely known projects in the world. Moreover, we will excluded the projects which have been driven by a few developers, from our data set because they may have project-specific trends, i.e., a lack of generality in their data. As we will describe later, 28 out of 60 projects end up being excluded since the number of unique developers is less than 10. Reason 2) is for the ease of data access: we can easily make a clone of repository, so our data collection is quickly performed.

\(^1\)https://sourceforge.net/
For each project, we collected data in the following scheme.

1) Get commit data of each developer.
   Collect the commit logs, and classify them according to generally accepted practice in the MSR community, proposed by Pearson’s coefficient because of their skewed distributions. They were $\rho(#files, #developers)= 0.718$, $\rho(#files, #commits)= 0.803$ and $\rho(#developers, #commits)= 0.872$. These three numbers seem to be strongly related each other, i.e., we can simply say that the more files, the more developers and the more commits. It is a natural trend, so our data set may provide a general data of OSS projects.

2) Collect metric values of NoC and RoF.
   For each developer, calculate the NoC value and the RoF value.

3) Calculate the BFR value.
   For each project, count all commits and all bug fixing commits, and calculate the BFR value as the ratio of the latter to the former. These numbers can be obtained by counting the unique hash codes which appear in all of the commit logs and in the bug fix commit logs, respectively. The decision as to whether a commit was a bug fix or not is made by checking the appearance of a bug fix-related keyword in the commit message, according to generally accepted practice in the MSR community, proposed by Śliwerski et al. [7].

C. Results and Discussions

Table III shows the total numbers of files, developers and commits in each project, except for the ones whose number of developers is less than 10; 28 out of 60 projects are excluded from our data set due to the small number of developers, so 32 projects are shown in Table III.

We first checked the correlations among three numbers: we calculated Spearman’s rank correlation coefficient $\rho$ [8] rather than Pearson’s coefficient because of their skewed distributions. They were $\rho(#files, #developers)= 0.718$, $\rho(#files, #commits)= 0.803$ and $\rho(#developers, #commits)= 0.872$. These three numbers seem to be strongly related each other, i.e., we can simply say that the more files, the more developers and the more commits. It is a natural trend, so our data set may provide a general data of OSS projects.

1) Can the distribution of metric values show a difference among OSS projects? (for RQ1): Tables IV and V show the distributions of NoC values and of RoF values, respectively—the quartiles in the set of developers. The minimum values of RoF result in 0% because some files were modified in the past but are not included in the latest version of the product.

In a majority of projects, the maximum values of NoC are over 1,000, i.e., there are some highly-contributing developers in those projects. However, such developers are a minority in the projects other than WordPress since these medians are less than 100. On the other hand, most of WordPress’s developers have committed a few dozen times or more, and the project shows a different distribution than the others.

While there are variations of RoF values among projects, the 75 percentiles of RoF values are less than 10% except for 5 projects (Expat XML Parser, Money Manager Ex, Smoothwall, Win32 Disk Imager and WordPress). That is to say, in many projects, there are a few developers who added or modified files extensively in the directory trees. For example,
the maximum RoF value in Linux is 15.3%; Since Linux is an operating system and provides a wide range of functions, it is harder to comprehensively contribute to the development of all files than the other products. Notice that we discuss the contribution “as the author” in this paper, so we do not deny that there are “reviewers” checking a wide range of the files comprehensively. As is the case in NoC, WordPress project shows a different distribution of RoF values from the others.

To quantitatively compare these distributions, we introduce the notion of the Pareto chart [9]. Figures 1, 2 and 3 show the Pareto charts of NoC values and RoF values in Linux, OpenGL Lib and WordPress, respectively; we show only three projects’ Pareto charts for lack of space. The vertical axes signify the degree of the developer’s contribution (the left hand side) and the cumulative percentage (the right hand side), and the horizontal axis corresponds to developers in decreasing order of contribution.

Since a minority of developers look making most of the total contributions, the Pareto principle seems to roughly hold for most projects. The Pareto principle says that 80% of the total contributions are made by 20% of the developers where the percentages may vary, and the Pareto chart has a “long tail” according to the remaining 80% of the developers. We checked the rate of the dominant developers who made 80% of the total contributions, and calculated the relative length of the tail (see Table VI): WordPress required more developers to make 80% of the total contributions than the other projects. That is to say, WordPress had a shorter tail than the others.
The answer to RQ1 results in “Yes”: while the distributions seems to roughly obey the Pareto principle, there are differences in the relative length of tail among projects. The length of tail in the NoC value ranges from 75.4% to 98.7%, and that in the RoF value ranges from 63.6% to 98%, respectively.

2) Can the distribution be noteworthy for making a useful health index of OSS project? (for RQ2): Table VII shows BFR values in each project. WordPress project had the maximum BFR, therefore we can expect that there is a correlation between the length of tail and the BFR. We calculated Pearson’s correlation coefficient for each pair and did a t-test whether the correlation is statistically significant (≠ 0) or not. They were

- $r$(length of tail in NoC, BFR) = $-0.244$
  where $t = -1.3766$, $df = 30$ and $p = 0.1788$;
- $r$(length of tail in RoF, BFR) = $-0.455$
  where $t = -2.7975$, $df = 30$ and $p = 0.0089$.

While the length of tail in NoC values seems to have no correlation with BFR values, the length of tail in RoF values would have a negative correlations with BFR values. That is to say, the longer tail in RoF, the lower BFR.

According to the notion of the Pareto principle, we consider 80% to be a baseline of the length of tail, then we compare BFR values between two groups of projects—the projects whose relative length of tail in RoF is shorter than 80% versus the ones whose relative length of tail in RoF is longer than or equal to 80%. Figure 4 shows the results. From the figure, we clearly see the projects with longer tails in RoF values tend to have lower BFR values. Since the RoF of a developer is the ratio of files which the developer has been involved in, a healthier project may be a project such that various functions have been developed by various developers cooperatively.

While many OSS projects have been successfully run thanks to talented developers who have made a lot of contributions, the workload balance must be a significant factor to assess the project’s health. Since it is not sure whether a highly-contributing developer will continuously provide their help to the project in the future, a high workload on a certain developer can be a threat to the project’s health. Focusing on the structure of developers in the OSS project would be useful in understanding and evaluating the project.

The answer to RQ2 results in “Yes”: the relative length of the tail in the RoF Pareto chart has a negative correlation with the project’s BFR, so it can be one of useful health indexes.

### D. Threats to Validity

Since our BFR data is based on a simple keyword matching, it might overlook some bug fix commits. However, such a method has been widely used in the MSR community and has a certain level of validity, therefore the data collection scheme would not be a serious threat to validity of our empirical study.

Although we used only 32 projects, they are popular ones from different domains and have been developed by 10 or more developers. Moreover, their programming languages are not the same. Thus, while our data selection was not a random sampling, it would not become a significant threat to validity.

![Figure 4. Comparison of BFR values: OSS projects whose tail length of RoF is shorter than 80% vs. longer than or equal to 80%](image-url)
We focused only on the number of commits and not on what kind of changes were made. While impacts of changes should also be considered, we missed those analyses in this paper. Moreover, although we checked only commit “authors,” there are other ways of contributing OSS projects: for example, posting a bug report to the bug tracking system or to the support mailing list. Such another kind of contribution would also be important factor for evaluating the OSS project’s health level. Addressing these issues are our significant future work.

IV. RELATED WORK

Raja and Tretter [10] focused on the survivability of OSS projects, and they proposed “viability index” which is a linear combination of three sub indexes on 1) vigor, 2) resilience and 3) organization: 1) the vigor index is a measure of project growth; 2) the resilience index means an ability to react to the changes in the project’s environment; 3) the organization index is a measure of the diversity of interactions among project members. While the viability index can produce remarkable evaluations of OSS projects, it requires to find appropriate coefficients to combine the above three factors in their model. Although our approach is simpler and less informative than Raja and Tretter model, our one does not need any parameter tuning but it captures yet another feature of projects, so that it would be a useful supplement in evaluating OSS projects.

Yamashita et al. [11] investigated many OSS projects from the perspective of the Pareto principle, i.e., whether the core developers’s work dominates the project or not. Their work is an important replication study of the prior work [12], [13], [14], [15], [16], [17], by conducting a large-scale data collection from the GitHub. They showed that a majority of projects are not compliant with the Pareto principle in terms of the core developer’s contribution to projects. That is to say, there seems to be a wide variance in the proportion of core developers to non-core ones among projects. While their results look different from our results, their work included the projects driven by a few developers as well. In our analysis, we excluded such projects and then focused on the length of tail in the Pareto chart. If we include the projects driven by small number of developers (≤10), we cannot say that most projects seem to obey the Pareto principle. Notice that our main focus is to capture a feature of OSS project by using the length of tail in the Pareto chart. Moreover, we analyzed the relationships with the bug fix rates in OSS projects as well.

V. CONCLUSION AND FUTURE WORK

In this paper, we focused on developers’ contributions to OSS projects, and quantified them with using two metrics, the number of commits (NoC) and the ratio of files which the developer has added or modified (RoF). Then, we examined 32 popular OSS projects which have been driven by 10 or more developers, and showed the distribution of the developer’s contribution roughly obeyed the Pareto principle. That is to say, the developers could be categorized into two types: the dominant developers (making 80% of the total contributions) and the others. The latter developers form a long tail in the Pareto chart, and the length of the tail in the chart showed an interesting trend: the longer tail in the Pareto chart of RoF, the lower rate of bug fixes in the project. Thus, it would be a useful index to assess the project’s health.

To examine the usefulness of proposed index in predicting project’s healthiness, we have to perform further investigations with other OSS projects which are not only well maintained but also no longer maintained in the future: we plan to collect a lot of projects from GitHub and analyze them. Moreover, a further analysis focusing on not only the commits but also the pull requests is also our important future work.
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